**[Java加密解密简单实现](http://blog.csdn.net/wang_zhou_jian/article/details/5635659)**

加密算法有很多种：这里只大约列举几例：

1:消息摘要：（数字指纹）：既对一个任意长度的一个数据块进行计算，产生一个唯一指纹。MD5/SHA1  
发送给其他人你的信息和摘要,其他人用相同的加密方法得到摘要，最后进行比较摘要是否相同。  
  
2:单匙密码体制:DES:比较简便高效,密钥简短，加解密速度快，破译极其困难,但其安全性依赖于密匙的安全性。  
DES（Data Encryption Standard）是发明最早的最广泛使用的分组对称加密算法。DES算法的入口参数有三个：Key、Data、Mode。其中Key为8个字节共64 位，是DES算法的工作密钥；Data也为8个字节64位，是要被加密或被解密的数据；Mode为DES的工作方式，有两种：加密或解密  
  
3: 数字签名:就是信息发送者用其私钥对从所传报文中提取出的特征数据（或称数字指纹）进行RSA算法操作，以保证发信人无法抵赖曾发过该信息（即不可抵赖 性），同时也确保信息报文在经签名后末被篡改（即完整性）。当信息接收者收到报文后，就可以用发送者的公钥对数字签名进行验证。  
代表：DSA  
  
4:非对称密匙密码体制（公匙体系）：加密密匙不同于解密密匙，加密密匙公之于众，谁都可以使用，解密密匙只有解密人自己知道。代表：RSA

下面是对上面几个例子进行的简单实现：

**package** com.train.encrypt;

**import** java.io.FileInputStream;

**import** java.io.FileOutputStream;

**import** java.io.IOException;

**import** java.io.ObjectInputStream;

**import** java.io.ObjectOutputStream;

**import** java.security.KeyPair;

**import** java.security.KeyPairGenerator;

**import** java.security.MessageDigest;

**import** java.security.NoSuchAlgorithmException;

**import** java.security.PrivateKey;

**import** java.security.PublicKey;

**import** java.security.SecureRandom;

**import** java.security.Signature;

**import** javax.crypto.Cipher;

**import** javax.crypto.KeyGenerator;

**import** javax.crypto.SecretKey;

/\*\*

\* 加密解密

\*

\* **@author** shy.qiu

\* **@since** http://blog.csdn.net/qiushyfm

\*/

**public** **class** CryptTest {

/\*\*

\* 进行MD5加密

\*

\* **@param** info

\* 要加密的信息

\* **@return** String 加密后的字符串

\*/

**public** String encryptToMD5(String info) {

**byte**[] digesta = **null**;

**try** {

// 得到一个md5的消息摘要

MessageDigest alga = MessageDigest.*getInstance*("MD5");

// 添加要进行计算摘要的信息

alga.update(info.getBytes());

// 得到该摘要

digesta = alga.digest();

} **catch** (NoSuchAlgorithmException e) {

e.printStackTrace();

}

// 将摘要转为字符串

String rs = byte2hex(digesta);

**return** rs;

}

/\*\*

\* 进行SHA加密

\*

\* **@param** info

\* 要加密的信息

\* **@return** String 加密后的字符串

\*/

**public** String encryptToSHA(String info) {

**byte**[] digesta = **null**;

**try** {

// 得到一个SHA-1的消息摘要

MessageDigest alga = MessageDigest.*getInstance*("SHA-1");

// 添加要进行计算摘要的信息

alga.update(info.getBytes());

// 得到该摘要

digesta = alga.digest();

} **catch** (NoSuchAlgorithmException e) {

e.printStackTrace();

}

// 将摘要转为字符串

String rs = byte2hex(digesta);

**return** rs;

}

// //////////////////////////////////////////////////////////////////////////

/\*\*

\* 创建密匙

\*

\* **@param** algorithm

\* 加密算法,可用 DES,DESede,Blowfish

\* **@return** SecretKey 秘密（对称）密钥

\*/

**public** SecretKey createSecretKey(String algorithm) {

// 声明KeyGenerator对象

KeyGenerator keygen;

// 声明 密钥对象

SecretKey deskey = **null**;

**try** {

// 返回生成指定算法的秘密密钥的 KeyGenerator 对象

keygen = KeyGenerator.*getInstance*(algorithm);

// 生成一个密钥

deskey = keygen.generateKey();

} **catch** (NoSuchAlgorithmException e) {

e.printStackTrace();

}

// 返回密匙

**return** deskey;

}

/\*\*

\* 根据密匙进行DES加密

\*

\* **@param** key

\* 密匙

\* **@param** info

\* 要加密的信息

\* **@return** String 加密后的信息

\*/

**public** String encryptToDES(SecretKey key, String info) {

// 定义 加密算法,可用 DES,DESede,Blowfish

String Algorithm = "DES";

// 加密随机数生成器 (RNG),(可以不写)

SecureRandom sr = **new** SecureRandom();

// 定义要生成的密文

**byte**[] cipherByte = **null**;

**try** {

// 得到加密/解密器

Cipher c1 = Cipher.*getInstance*(Algorithm);

// 用指定的密钥和模式初始化Cipher对象

// 参数:(ENCRYPT\_MODE, DECRYPT\_MODE, WRAP\_MODE,UNWRAP\_MODE)

c1.init(Cipher.***ENCRYPT\_MODE***, key, sr);

// 对要加密的内容进行编码处理,

cipherByte = c1.doFinal(info.getBytes());

} **catch** (Exception e) {

e.printStackTrace();

}

// 返回密文的十六进制形式

**return** byte2hex(cipherByte);

}

/\*\*

\* 根据密匙进行DES解密

\*

\* **@param** key

\* 密匙

\* **@param** sInfo

\* 要解密的密文

\* **@return** String 返回解密后信息

\*/

**public** String decryptByDES(SecretKey key, String sInfo) {

// 定义 加密算法,

String Algorithm = "DES";

// 加密随机数生成器 (RNG)

SecureRandom sr = **new** SecureRandom();

**byte**[] cipherByte = **null**;

**try** {

// 得到加密/解密器

Cipher c1 = Cipher.*getInstance*(Algorithm);

// 用指定的密钥和模式初始化Cipher对象

c1.init(Cipher.***DECRYPT\_MODE***, key, sr);

// 对要解密的内容进行编码处理

cipherByte = c1.doFinal(hex2byte(sInfo));

} **catch** (Exception e) {

e.printStackTrace();

}

// return byte2hex(cipherByte);

**return** **new** String(cipherByte);

}

// /////////////////////////////////////////////////////////////////////////////

/\*\*

\* 创建密匙组，并将公匙，私匙放入到指定文件中

\*

\* 默认放入mykeys.bat文件中

\*/

**public** **void** createPairKey() {

**try** {

// 根据特定的算法一个密钥对生成器

KeyPairGenerator keygen = KeyPairGenerator.*getInstance*("DSA");

// 加密随机数生成器 (RNG)

SecureRandom random = **new** SecureRandom();

// 重新设置此随机对象的种子

random.setSeed(1000);

// 使用给定的随机源（和默认的参数集合）初始化确定密钥大小的密钥对生成器

keygen.initialize(512, random);// keygen.initialize(512);

// 生成密钥组

KeyPair keys = keygen.generateKeyPair();

// 得到公匙

PublicKey pubkey = keys.getPublic();

// 得到私匙

PrivateKey prikey = keys.getPrivate();

// 将公匙私匙写入到文件当中

doObjToFile("mykeys.bat", **new** Object[] { prikey, pubkey });

} **catch** (NoSuchAlgorithmException e) {

e.printStackTrace();

}

}

/\*\*

\* 利用私匙对信息进行签名 把签名后的信息放入到指定的文件中

\*

\* **@param** info

\* 要签名的信息

\* **@param** signfile

\* 存入的文件

\*/

**public** **void** signToInfo(String info, String signfile) {

// 从文件当中读取私匙

PrivateKey myprikey = (PrivateKey) getObjFromFile("mykeys.bat", 1);

// 从文件中读取公匙

PublicKey mypubkey = (PublicKey) getObjFromFile("mykeys.bat", 2);

**try** {

// Signature 对象可用来生成和验证数字签名

Signature signet = Signature.*getInstance*("DSA");

// 初始化签署签名的私钥

signet.initSign(myprikey);

// 更新要由字节签名或验证的数据

signet.update(info.getBytes());

// 签署或验证所有更新字节的签名，返回签名

**byte**[] signed = signet.sign();

// 将数字签名,公匙,信息放入文件中

doObjToFile(signfile, **new** Object[] { signed, mypubkey, info });

} **catch** (Exception e) {

e.printStackTrace();

}

}

/\*\*

\* 读取数字签名文件 根据公匙，签名，信息验证信息的合法性

\*

\* **@return** true 验证成功 false 验证失败

\*/

**public** **boolean** validateSign(String signfile) {

// 读取公匙

PublicKey mypubkey = (PublicKey) getObjFromFile(signfile, 2);

// 读取签名

**byte**[] signed = (**byte**[]) getObjFromFile(signfile, 1);

// 读取信息

String info = (String) getObjFromFile(signfile, 3);

**try** {

// 初始一个Signature对象,并用公钥和签名进行验证

Signature signetcheck = Signature.*getInstance*("DSA");

// 初始化验证签名的公钥

signetcheck.initVerify(mypubkey);

// 使用指定的 byte 数组更新要签名或验证的数据

signetcheck.update(info.getBytes());

System.***out***.println(info);

// 验证传入的签名

**return** signetcheck.verify(signed);

} **catch** (Exception e) {

e.printStackTrace();

**return** **false**;

}

}

/\*\*

\* 将二进制转化为16进制字符串

\*

\* **@param** b

\* 二进制字节数组

\* **@return** String

\*/

**public** String byte2hex(**byte**[] b) {

String hs = "";

String stmp = "";

**for** (**int** n = 0; n < b.length; n++) {

stmp = (java.lang.Integer.*toHexString*(b[n] & 0XFF));

**if** (stmp.length() == 1) {

hs = hs + "0" + stmp;

} **else** {

hs = hs + stmp;

}

}

**return** hs.toUpperCase();

}

/\*\*

\* 十六进制字符串转化为2进制

\*

\* **@param** hex

\* **@return**

\*/

**public** **byte**[] hex2byte(String hex) {

**byte**[] ret = **new** **byte**[8];

**byte**[] tmp = hex.getBytes();

**for** (**int** i = 0; i < 8; i++) {

ret[i] = *uniteBytes*(tmp[i \* 2], tmp[i \* 2 + 1]);

}

**return** ret;

}

/\*\*

\* 将两个ASCII字符合成一个字节； 如："EF"--> 0xEF

\*

\* **@param** src0

\* byte

\* **@param** src1

\* byte

\* **@return** byte

\*/

**public** **static** **byte** uniteBytes(**byte** src0, **byte** src1) {

**byte** \_b0 = Byte.*decode*("0x" + **new** String(**new** **byte**[] { src0 }))

.byteValue();

\_b0 = (**byte**) (\_b0 << 4);

**byte** \_b1 = Byte.*decode*("0x" + **new** String(**new** **byte**[] { src1 }))

.byteValue();

**byte** ret = (**byte**) (\_b0 ^ \_b1);

**return** ret;

}

/\*\*

\* 将指定的对象写入指定的文件

\*

\* **@param** file

\* 指定写入的文件

\* **@param** objs

\* 要写入的对象

\*/

**public** **void** doObjToFile(String file, Object[] objs) {

ObjectOutputStream oos = **null**;

**try** {

FileOutputStream fos = **new** FileOutputStream(file);

oos = **new** ObjectOutputStream(fos);

**for** (**int** i = 0; i < objs.length; i++) {

oos.writeObject(objs[i]);

}

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**try** {

oos.close();

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

/\*\*

\* 返回在文件中指定位置的对象

\*

\* **@param** file

\* 指定的文件

\* **@param** i

\* 从1开始

\* **@return**

\*/

**public** Object getObjFromFile(String file, **int** i) {

ObjectInputStream ois = **null**;

Object obj = **null**;

**try** {

FileInputStream fis = **new** FileInputStream(file);

ois = **new** ObjectInputStream(fis);

**for** (**int** j = 0; j < i; j++) {

obj = ois.readObject();

}

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**try** {

ois.close();

} **catch** (IOException e) {

e.printStackTrace();

}

}

**return** obj;

}

/\*\*

\* 测试

\*

\* **@param** args

\*/

**public** **static** **void** main(String[] args) {

CryptTest jiami = **new** CryptTest();

// 执行MD5加密"Hello world!"

System.***out***.println("Hello经过MD5:" + jiami.encryptToMD5("Hello"));

// 生成一个DES算法的密匙

SecretKey key = jiami.createSecretKey("DES");

// 用密匙加密信息"Hello world!"

String str1 = jiami.encryptToDES(key, "Hello");

System.***out***.println("使用des加密信息Hello为:" + str1);

// 使用这个密匙解密

String str2 = jiami.decryptByDES(key, str1);

System.***out***.println("解密后为：" + str2);

// 创建公匙和私匙

jiami.createPairKey();

// 对Hello world!使用私匙进行签名

jiami.signToInfo("Hello", "mysign.bat");

// 利用公匙对签名进行验证。

**if** (jiami.validateSign("mysign.bat")) {

System.***out***.println("Success!");

} **else** {

System.***out***.println("Fail!");

}

}

}

用到的重要的类  
javax.crypto.KeyGenerator  
public final SecretKey generateKey()生成一个密钥  
public static final KeyGenerator getInstance(String algorithm) 返回生成指定算法的秘密密钥的KeyGenerator对象。  
javax.crypto 接口 SecretKey  
javax.crypto.Cipher 此类为加密和解密提供密码功能。它构成了 Java Cryptographic Extension (JCE) 框架的核心   
public final void init(int opmode,Key key)  
public final byte[] doFinal(byte[] input) 按单部分操作加密或解密数据，或者结束一个多部分操作  
java.security.KeyPairGenerator  
static KeyPairGenerator getInstance(String algorithm)   
回生成指定算法的 public/private 密钥对的 KeyPairGenerator 对象。  
java.security.Signature  
使用 Signature 对象签名数据或验证签名包括以下三个阶段：  
1：初始化，使用   
初始化验证签名的公钥（请参见 initVerify），或使用   
初始化签署签名的私钥（也可以选择“安全随机数生成器”）initSign(PrivateKey)和initSign(PrivateKey, SecureRandom)）。   
2：更新  
根据初始化类型，这可更新要签名或验证的字节。请参见 update 方法。  
3：签署或验证所有更新字节的签名。请参见 sign 方法和 verify 方法。

****一、双向加密****   
****(一)、对称加密****   
采用单钥密码系统的加密方法，同一个密钥可以同时用作信息的加密和解密，这种加密方法称为对称加密，也称为单密钥加密。   
需要对加密和解密使用相同密钥的加密算法。由于其速度，对称性加密通常在消息发送方需要加密大量数据时使用。对称性加密也称为密钥加密。   
所谓对称，就是采用这种加密方法的双方使用方式用同样的密钥进行加密和解密。密钥是控制加密及解密过程的指令。   
  
算法是一组规则，规定如何进行加密和解密。因此对称式加密本身不是安全的。 　　   
常用的对称加密有：DES、IDEA、RC2、RC4、SKIPJACK、RC5、AES算法等   
  
对称加密一般java类中中定义成员

**Java代码**
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1. //KeyGenerator 提供对称密钥生成器的功能，支持各种算法
2. **private** KeyGenerator keygen;
3. //SecretKey 负责保存对称密钥
4. **private** SecretKey deskey;
5. //Cipher负责完成加密或解密工作
6. **private** Cipher c;
7. //该字节数组负责保存加密的结果
8. **private** **byte**[] cipherByte;

在构造函数中初始化
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1. Security.addProvider(**new** com.sun.crypto.provider.SunJCE());
2. //实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
3. keygen = KeyGenerator.getInstance("DES");//
4. //生成密钥
5. deskey = keygen.generateKey();
6. //生成Cipher对象,指定其支持的DES算法
7. c = Cipher.getInstance("DES");

****1. DES****算法为密码体制中的对称密码体制，又被成为美国数据加密标准，是1972年美国IBM公司研制的对称密码体制加密算法。 明文按64位进行分组, 密钥长64位，密钥事实上是56位参与DES运算（第8、16、24、32、40、48、56、64位是校验位， 使得每个密钥都有奇数个1）分组后的明文组和56位的密钥按位替代或交换的方法形成密文组的加密方法。
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1. **import** java.security.InvalidKeyException;
2. **import** java.security.NoSuchAlgorithmException;
3. **import** java.security.Security;
5. **import** javax.crypto.BadPaddingException;
6. **import** javax.crypto.Cipher;
7. **import** javax.crypto.IllegalBlockSizeException;
8. **import** javax.crypto.KeyGenerator;
9. **import** javax.crypto.NoSuchPaddingException;
10. **import** javax.crypto.SecretKey;
12. **public** **class** EncrypDES {
14. //KeyGenerator 提供对称密钥生成器的功能，支持各种算法
15. **private** KeyGenerator keygen;
16. //SecretKey 负责保存对称密钥
17. **private** SecretKey deskey;
18. //Cipher负责完成加密或解密工作
19. **private** Cipher c;
20. //该字节数组负责保存加密的结果
21. **private** **byte**[] cipherByte;
23. **public** EncrypDES() **throws** NoSuchAlgorithmException, NoSuchPaddingException{
24. Security.addProvider(**new** com.sun.crypto.provider.SunJCE());
25. //实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
26. keygen = KeyGenerator.getInstance("DES");
27. //生成密钥
28. deskey = keygen.generateKey();
29. //生成Cipher对象,指定其支持的DES算法
30. c = Cipher.getInstance("DES");
31. }
33. /\*\*
34. \* 对字符串加密
35. \*
36. \* @param str
37. \* @return
38. \* @throws InvalidKeyException
39. \* @throws IllegalBlockSizeException
40. \* @throws BadPaddingException
41. \*/
42. **public** **byte**[] Encrytor(String str) **throws** InvalidKeyException,
43. IllegalBlockSizeException, BadPaddingException {
44. // 根据密钥，对Cipher对象进行初始化，ENCRYPT\_MODE表示加密模式
45. c.init(Cipher.ENCRYPT\_MODE, deskey);
46. **byte**[] src = str.getBytes();
47. // 加密，结果保存进cipherByte
48. cipherByte = c.doFinal(src);
49. **return** cipherByte;
50. }
52. /\*\*
53. \* 对字符串解密
54. \*
55. \* @param buff
56. \* @return
57. \* @throws InvalidKeyException
58. \* @throws IllegalBlockSizeException
59. \* @throws BadPaddingException
60. \*/
61. **public** **byte**[] Decryptor(**byte**[] buff) **throws** InvalidKeyException,
62. IllegalBlockSizeException, BadPaddingException {
63. // 根据密钥，对Cipher对象进行初始化，DECRYPT\_MODE表示加密模式
64. c.init(Cipher.DECRYPT\_MODE, deskey);
65. cipherByte = c.doFinal(buff);
66. **return** cipherByte;
67. }
69. /\*\*
70. \* @param args
71. \* @throws NoSuchPaddingException
72. \* @throws NoSuchAlgorithmException
73. \* @throws BadPaddingException
74. \* @throws IllegalBlockSizeException
75. \* @throws InvalidKeyException
76. \*/
77. **public** **static** **void** main(String[] args) **throws** Exception {
78. EncrypDES de1 = **new** EncrypDES();
79. String msg ="郭XX-搞笑相声全集";
80. **byte**[] encontent = de1.Encrytor(msg);
81. **byte**[] decontent = de1.Decryptor(encontent);
82. System.out.println("明文是:" + msg);
83. System.out.println("加密后:" + **new** String(encontent));
84. System.out.println("解密后:" + **new** String(decontent));
85. }
87. }

****AES****密码学中的高级加密标准（Advanced Encryption Standard，AES），又称  高级加密标准   
Rijndael加密法，是美国联邦政府采用的一种区块加密标准。这个标准用来替代原先的DES，已经被多方分析且广为全世界所使用。经过五年的甄选流程，高级加密标准由美国国家标准与技术研究院（NIST）于2001年11月26日发布于FIPS PUB 197，并在2002年5月26日成为有效的标准。2006年，高级加密标准已然成为对称密钥加密中最流行的算法之一。 　　该算法为比利时密码学家Joan Daemen和Vincent Rijmen所设计，结合两位作者的名字，以Rijndael之命名之，投稿高级加密标准的甄选流程。（Rijdael的发音近于 "Rhinedoll"。）
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1. **import** java.security.InvalidKeyException;
2. **import** java.security.NoSuchAlgorithmException;
3. **import** java.security.Security;
5. **import** javax.crypto.BadPaddingException;
6. **import** javax.crypto.Cipher;
7. **import** javax.crypto.IllegalBlockSizeException;
8. **import** javax.crypto.KeyGenerator;
9. **import** javax.crypto.NoSuchPaddingException;
10. **import** javax.crypto.SecretKey;
12. **public** **class** EncrypAES {
14. //KeyGenerator 提供对称密钥生成器的功能，支持各种算法
15. **private** KeyGenerator keygen;
16. //SecretKey 负责保存对称密钥
17. **private** SecretKey deskey;
18. //Cipher负责完成加密或解密工作
19. **private** Cipher c;
20. //该字节数组负责保存加密的结果
21. **private** **byte**[] cipherByte;
23. **public** EncrypAES() **throws** NoSuchAlgorithmException, NoSuchPaddingException{
24. Security.addProvider(**new** com.sun.crypto.provider.SunJCE());
25. //实例化支持DES算法的密钥生成器(算法名称命名需按规定，否则抛出异常)
26. keygen = KeyGenerator.getInstance("AES");
27. //生成密钥
28. deskey = keygen.generateKey();
29. //生成Cipher对象,指定其支持的DES算法
30. c = Cipher.getInstance("AES");
31. }
33. /\*\*
34. \* 对字符串加密
35. \*
36. \* @param str
37. \* @return
38. \* @throws InvalidKeyException
39. \* @throws IllegalBlockSizeException
40. \* @throws BadPaddingException
41. \*/
42. **public** **byte**[] Encrytor(String str) **throws** InvalidKeyException,
43. IllegalBlockSizeException, BadPaddingException {
44. // 根据密钥，对Cipher对象进行初始化，ENCRYPT\_MODE表示加密模式
45. c.init(Cipher.ENCRYPT\_MODE, deskey);
46. **byte**[] src = str.getBytes();
47. // 加密，结果保存进cipherByte
48. cipherByte = c.doFinal(src);
49. **return** cipherByte;
50. }
52. /\*\*
53. \* 对字符串解密
54. \*
55. \* @param buff
56. \* @return
57. \* @throws InvalidKeyException
58. \* @throws IllegalBlockSizeException
59. \* @throws BadPaddingException
60. \*/
61. **public** **byte**[] Decryptor(**byte**[] buff) **throws** InvalidKeyException,
62. IllegalBlockSizeException, BadPaddingException {
63. // 根据密钥，对Cipher对象进行初始化，DECRYPT\_MODE表示加密模式
64. c.init(Cipher.DECRYPT\_MODE, deskey);
65. cipherByte = c.doFinal(buff);
66. **return** cipherByte;
67. }
69. /\*\*
70. \* @param args
71. \* @throws NoSuchPaddingException
72. \* @throws NoSuchAlgorithmException
73. \* @throws BadPaddingException
74. \* @throws IllegalBlockSizeException
75. \* @throws InvalidKeyException
76. \*/
77. **public** **static** **void** main(String[] args) **throws** Exception {
78. EncrypAES de1 = **new** EncrypAES();
79. String msg ="郭XX-搞笑相声全集";
80. **byte**[] encontent = de1.Encrytor(msg);
81. **byte**[] decontent = de1.Decryptor(encontent);
82. System.out.println("明文是:" + msg);
83. System.out.println("加密后:" + **new** String(encontent));
84. System.out.println("解密后:" + **new** String(decontent));
85. }
87. }

****(二)、非对称加密****   
1976年，美国学者Dime和Henman为解决信息公开传送和密钥管理问题，提出一种新的密钥交换协议，允许在不安全的媒体上的通讯双方交换信息，安全地达成一致的密钥，这就是“公开密钥系统”。相对于“对称加密算法”这种方法也叫做“非对称加密算法”。 与对称加密算法不同，非对称加密算法需要两个密钥：公开密钥（publickey）和私有密钥   
（privatekey）。公开密钥与私有密钥是一对，如果用公开密钥对数据进行加密，只有用对应的私有密钥才能解密；如果用私有密钥对数据进行加密，那么只有用对应的公开密钥才能解密。因为加密和解密使用的是两个不同的密钥，所以这种算法叫作非对称加密算法。   
  
****1. RSA**** 公钥加密算法是1977年由Ron Rivest、Adi Shamirh和LenAdleman在（美国麻省理工学院）开发的。RSA取名来自开发他们三者的名字。RSA是目前最有影响力的公钥加密算法，它能够抵抗到目前为止已知的所有密码攻击，已被ISO推荐为公钥数据加密标准。RSA算法基于一个十分简单的数论事实：将两个大素数相乘十分容易，但那时想要对其乘积进行因式分解却极其困难，因此可以将乘积公开作为加密密钥。
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![](data:image/png;base64,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)

1. **import** java.security.InvalidKeyException;
2. **import** java.security.KeyPair;
3. **import** java.security.KeyPairGenerator;
4. **import** java.security.NoSuchAlgorithmException;
5. **import** java.security.interfaces.RSAPrivateKey;
6. **import** java.security.interfaces.RSAPublicKey;
8. **import** javax.crypto.BadPaddingException;
9. **import** javax.crypto.Cipher;
10. **import** javax.crypto.IllegalBlockSizeException;
11. **import** javax.crypto.NoSuchPaddingException;
13. **public** **class** EncrypRSA {
15. /\*\*
16. \* 加密
17. \* @param publicKey
18. \* @param srcBytes
19. \* @return
20. \* @throws NoSuchAlgorithmException
21. \* @throws NoSuchPaddingException
22. \* @throws InvalidKeyException
23. \* @throws IllegalBlockSizeException
24. \* @throws BadPaddingException
25. \*/
26. **protected** **byte**[] encrypt(RSAPublicKey publicKey,**byte**[] srcBytes) **throws** NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException, IllegalBlockSizeException, BadPaddingException{
27. **if**(publicKey!=**null**){
28. //Cipher负责完成加密或解密工作，基于RSA
29. Cipher cipher = Cipher.getInstance("RSA");
30. //根据公钥，对Cipher对象进行初始化
31. cipher.init(Cipher.ENCRYPT\_MODE, publicKey);
32. **byte**[] resultBytes = cipher.doFinal(srcBytes);
33. **return** resultBytes;
34. }
35. **return** **null**;
36. }
38. /\*\*
39. \* 解密
40. \* @param privateKey
41. \* @param srcBytes
42. \* @return
43. \* @throws NoSuchAlgorithmException
44. \* @throws NoSuchPaddingException
45. \* @throws InvalidKeyException
46. \* @throws IllegalBlockSizeException
47. \* @throws BadPaddingException
48. \*/
49. **protected** **byte**[] decrypt(RSAPrivateKey privateKey,**byte**[] srcBytes) **throws** NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException, IllegalBlockSizeException, BadPaddingException{
50. **if**(privateKey!=**null**){
51. //Cipher负责完成加密或解密工作，基于RSA
52. Cipher cipher = Cipher.getInstance("RSA");
53. //根据公钥，对Cipher对象进行初始化
54. cipher.init(Cipher.DECRYPT\_MODE, privateKey);
55. **byte**[] resultBytes = cipher.doFinal(srcBytes);
56. **return** resultBytes;
57. }
58. **return** **null**;
59. }
61. /\*\*
62. \* @param args
63. \* @throws NoSuchAlgorithmException
64. \* @throws BadPaddingException
65. \* @throws IllegalBlockSizeException
66. \* @throws NoSuchPaddingException
67. \* @throws InvalidKeyException
68. \*/
69. **public** **static** **void** main(String[] args) **throws** NoSuchAlgorithmException, InvalidKeyException, NoSuchPaddingException, IllegalBlockSizeException, BadPaddingException {
70. EncrypRSA rsa = **new** EncrypRSA();
71. String msg = "郭XX-精品相声";
72. //KeyPairGenerator类用于生成公钥和私钥对，基于RSA算法生成对象
73. KeyPairGenerator keyPairGen = KeyPairGenerator.getInstance("RSA");
74. //初始化密钥对生成器，密钥大小为1024位
75. keyPairGen.initialize(1024);
76. //生成一个密钥对，保存在keyPair中
77. KeyPair keyPair = keyPairGen.generateKeyPair();
78. //得到私钥
79. RSAPrivateKey privateKey = (RSAPrivateKey)keyPair.getPrivate();
80. //得到公钥
81. RSAPublicKey publicKey = (RSAPublicKey)keyPair.getPublic();
83. //用公钥加密
84. **byte**[] srcBytes = msg.getBytes();
85. **byte**[] resultBytes = rsa.encrypt(publicKey, srcBytes);
87. //用私钥解密
88. **byte**[] decBytes = rsa.decrypt(privateKey, resultBytes);
90. System.out.println("明文是:" + msg);
91. System.out.println("加密后是:" + **new** String(resultBytes));
92. System.out.println("解密后是:" + **new** String(decBytes));
93. }
95. }

****2. DSA****  
Digital Signature Algorithm (DSA)是Schnorr和ElGamal签名算法的变种，被美国NIST作为DSS(DigitalSignature Standard)。(感觉有点复杂，没有附代码)   
详见[http://63938525.iteye.com/blog/1051565](http://63938525.iteye.com/blog/1051565" \t "/home/ryan/Documents\\x/_blank)